Specification-Based Testing of Firewalls*

Jan Jürgens\textsuperscript{1} and Guido Wimmel\textsuperscript{2}

\textsuperscript{1} Computing Laboratory, University of Oxford\textsuperscript{***}
\textsuperscript{2} Department of Computer Science, Munich University of Technology\textsuperscript{†}

Abstract. Firewalls protect hosts in a corporate network from attacks. Together with the surrounding network infrastructure, they form a complex system, the security of which relies crucially on the correctness of the firewalls. We propose a method for specification-based testing of firewalls. It enables to formally model the firewalls and the surrounding network and to mechanically derive test-cases checking the firewalls for vulnerabilities. We use a general CASE-tool which makes our method flexible and easy to use.

1 Introduction

The increasing connection of businesses and other organisations to the Internet poses significant risks: Attackers from the Internet may exploit vulnerabilities in the internal hosts connected to the Internet to gain unauthorised access to the corporate network. Due to the complexity of computer systems, it is impossible to protect an internal host just by making sure that it has no vulnerabilities.

This motivates the use of firewalls [CB94] to protect a network from the Internet, or subnetworks from each other. Incoming and outgoing traffic is filtered and possibly dangerous services are blocked. Firewalls are complex systems composed of several hard- and software components the correct design of which is difficult, in particular for networks that use more than one firewall (e. g. larger companies). Here, the interplay between the firewalls could introduce vulnerabilities. Absolute correctness of the firewall design and implementation is vital since a single weakness allowing unauthorised access makes it fail. However, testing firewalls is usually confined to applying simple check lists (e. g. [ES99]), possibly using specialised tools (such as [Fre98]); the reliability of the process depends on the skill of the person in charge.

We propose an alternative approach: we formally model a firewall system, and derive test sequences automatically from the formal specification — following the approach to specification-based testing of [Wim00, WLPS00, LP00]. Testing the firewall with these test sequences provides more confidence that the firewall implementation actually provides the desired protection, than ad-hoc testing, especially since the test-sequences are derived with respect to the actual network topology.
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Our approach is embedded in an easy-to-use CASE framework [HMR+98]. Because of its generality, there are few restrictions on the model: Firewall rules need not be of a special form, *stateful* firewalls can be modelled etc. The network model is also flexible, allowing to model possible faults or Trojan horses (malicious code injected by attackers) at the hosts. Various scenarios, such as stress test, spoofing (source address forging), and policy violations, can be tested. Additionally, one can check the firewall specification with a model-checker.

In the next section, we explain our approach using an example network. We then point to related work and conclude.

2 Testing Firewalls

In our approach, we give a (possibly partial) description of a network behaviour that presents a potential threat. From this, a test-sequence is derived automatically which indicates how the system should react to this threat according to the specification. This test-sequence can then be used for actual testing of the firewall.

A further advantage of specification-based testing is that, given a sufficiently detailed specification, one can also determine which values internal variables need to have at certain points of the execution and can use this for more detailed debugging.

2.1 Example Network

We consider an example (in the following called the Network) similar to the one given in [BMNW99] (see Fig. 1).

Each interface has its own IP-address. The DMZ (*demilitarised zone*) contains a web-server, a DNS-server and a mail-server.

Here we consider IP-based packet-filtering firewalls. The firewalls should implement the *rule-bases* that are specified below. Each rule specifies a *source*, a *destination*, a *service-group*, the direction of the packet, and the *action* to be taken. The source and destination are host-groups (sets of IP addresses), the service-group specifies a set of services (such as http/https, smtp (e-mail), dns etc.), and the actions
we consider here are to drop the packets of the corresponding session, or to let them pass (for space limitations we do not consider other actions that may be possible, such as writing a log). The service corresponding to the packet can generally be inferred from the number of the source or destination port given in the packet. Here we can only give a few examples of such rules:

- let packets pass only if the direction of the packet complies with the topology of the network wrt. its source and destination (what this means should be obvious in our simple example, e.g. F3 should let a packet out to the Home subnet via the connection 100.200.4.1 only if its source is in the Firewall Admin, the DMZ or the Corporate subnets and the destination is in the Home subnet, F4 should let packets from the Internet into the Home network only if the source address is in the Internet and the destination address in the Home network, etc.)
- let packets with source in the Corporate subnet and destination in the Internet through
- let packets between the mail-server and the Internet, or the Corporate or Home subnets pass if the service is smtp
- let packets between the DNS-server and the Internet, or the Corporate or Home subnets pass if the service is dns
- let packets from the Internet, or the Corporate or Home subnets to the web-server pass if the service is http or https

For example, a packet with source address in the DMZ and destination address in the Internet will be dropped by F3 (by the first rule, since its destination address is not in the Home subnet) and can only go directly via F2 to the Internet (and similarly for the reverse direction).

2.2 Formal Model

We modelled the network containing the firewalls with help of the CASE tool AutoFocus/Quest. AutoFocus\[HMR+98, HMS+98\] is a tool for graphically specifying distributed systems. It is based on the formal method Focus, therefore the models have a simple and clear formally defined semantics. AutoFocus supports different views on the system model, describing structure, data types, behaviour and interactions. These views are related to UML-RT diagrams. In addition to modelling, AutoFocus offers simulation, code generation, test sequence generation and formal verification of the modelled systems.

The structural view on our example network system is depicted in Figure 2, as an AutoFocus system structure diagram (SSD). Each network component (subnets and firewalls) is an AutoFocus system component, drawn as a rectangle. These components can exchange data via named channels, which connect output and input ports (filled and empty circles). In addition, there is a special component PacketGenerator that produces a random packet and sends it to one of the other components, so that it can start travelling through the network.
The data type definition in the model describes network packets, and a function for a consistency condition on packets. As other data types in AutoFocus, they are defined in a functional style, as follows:

```haskell
data TAddress = FWAadmin | Corporate | DMZ | Internet | Home | F1 | F2 | F3 | F4 | Mail | DnsSrv | WWW;
data TService = Http | Https | Smtp | Dns | Ping | Ssh;
data TPacket = Packet(source: TAddress, dest: TAddress, service: TService);
data TSignal = Present;

fun srvKons(Mail, Smtp) = True | srvKons(DnsSrv, Dns) = True
| srvKons(WWW, Http) = True | srvKons(WWW, Https) = True;
```

Finally, each component in the network model is assigned a specified behaviour, using state transition diagrams (STDs). STDs correspond to extended finite state machines (meaning they can have a data state as well as a control state, and communicate with the other state machines). The state transition diagrams for the packet generator and the subnets are straightforward — in the subnets of our current network model, the packets are just relayed at random to other output ports. However, the model is very flexible in this respect, so the functionality could also be changed such that the packets may be manipulated.

For the behavioural model of the firewalls, as exemplified by the firewall F1, see Figure 3. Corresponding to each input port of the firewall (which models one of the interfaces of the firewall), there are a number of state transitions, corresponding to forwarding rules of the firewall. As an example, the highlighted transition DRule2 in Figure 3 can fire if a packet arrives at the interface fromDMZ connected to DMZ,

---

1 Note that often rules in firewalls are presented as sequences, and not as sets like here, but this makes no difference provided the rules are consistent.
with destination address Corporate, and with a service consistent with its source address. The correspondence is modelled by the function srvKons defined above. In case the transition fires, the packet is forwarded to the port toC, and the signal Present at the output port pass gives an indication that it was passed. The other transitions model other forwarding/dropping rules in an analogous way (FWRule1,2,3 for packets arriving from the FWAdmin subnet and CRule1,2 for packets arriving from the Corporate subnet).

AutoFocus is based on a time-synchronous communication scheme, so an execution consists of a sequence of clock cycles.\(^2\) Thus, the forwarded packet can be read by the connected components in the following clock cycle. In all, the highlighted rule corresponds to part of the firewall behaviour as specified in the previous section: packets from the Mail-, DNS-, or Web-Server to the Corporate subnet are only passed if the corresponding service entry is correct.

2.3 Testing

In our approach for firewall testing, we use the formal AutoFocus model as a specification to generate test cases. We call this specification-based test sequence generation (see e.g. [WLPS00]). For this purpose, first test case specifications based on the system model have to be formulated. Test case specifications would be, for example, that we look for executions where a packet arrives at a certain interface of a component, or executions where a packet is dropped by a firewall. These are translated into logic and solved. The solutions are all test cases of a given maximum length satisfying the test case specification. These test cases represent concrete system executions (which exact packets with which data originate at which component, the way they travel etc.), can be depicted as message sequence charts and fed into the actual implementation of the firewall system for testing.

[WLPS00] describes a test sequence generation approach based on a propositional solver (SATO), whereas in [LP00], a variant (also for AutoFocus) is presented that is based on constraint logic programming (CLP). We used the CLP variant for our purposes, as the CLP-solver proved to be more flexible with respect to specification and generation of the solutions.

\(^2\) Note that this is not a restriction (even though we cannot assume a global clock in a network) because the actions specified here do not depend on global timing.
Thus, with our approach we can systematically generate many (or even all) test cases of a given maximum length to verify chosen security aspects of the firewall implementation. This leads to an improved reliability of the system resulting from the test, as opposed to ad-hoc testing.

In general, our approach supports all kinds of test scenarios that can be specified based on the execution history of the system. Important test scenarios for threats against the firewall example system we tested include the following:

- **Stress test.** For a chosen firewall component, generate all test cases from the specification, where this firewall drops an arriving packet. Thus, the firewall system to be tested can systematically be flooded with packets it should drop. As an example, for the firewall component F1 we have to specify that a packet arrives at one of the input ports, but no pass indication is given in the next execution step. See Figure 4 for a corresponding MSC. This MSC shows the route of a packet coming from the Internet that arrives at the DMZ with destination address being the Mail server (so it is correctly passed on by F2), but is then incorrectly relayed to F1 inside the DMZ — for example by a Trojan horse.

- **Spoofing.** In this scenario, packets with forged source addresses are exposed to the system. For example, an attacker on the Internet may try to send packets to the Network that appear to have originated from internal hosts in the Network in order to defeat security mechanisms (such as the inner fire-walls) that rely on the source information of packets. These test cases can be generated in a similar way as above, by specifying that the packets generated by the PacketGen component should have forged source addresses. Spoofing is described in more detail in [Bet89].

- **Policy violations.** As explained in [Gut01], firewall systems have to be based on a security policy. In [Gut01], this policy is given in the form that, if a packet was in a certain subnet, and reaches another subnet, a certain condition on its source and destination address and service has to be fulfilled. These policy statements can also be used for test sequence generation. Two variants are possible — first test case specifications which fulfill the policy rules and thus check if the firewall system correctly lets packets pass, and second test case specifications that violate the policy. The latter can be derived by negating the condition on the packet
data and lead to test cases that check if the firewall correctly drops packets. The 
execution in Fig. 4 actually represents both a test case for fulfilment of the policy 
given in section 2.1 (SMTP packets from the Internet to the mail server can be 
passed to the DMZ) and a violation (those packets must not be relayed on to 
the Corporate or FWadmin subnets).

**Systematic Selection of Test Sequences.** For a given test case specification, 
the number of test cases can get fairly large — especially with more complex data 
types than in our example. In our case, we can use domain-specific knowledge to 
prune coverage. Firstly, the maximum length of the test sequences can be restricted 
to the diameter of the network, provided that only one packet at a time is considered 
and the components do not maintain states. In addition, we can separately generate 
a number of test cases with fixed packet origin, source address, destination address 
or service specified in addition to the original test case specification, to ensure these 
possibilities are tested. In a further stage, this is also possible for certain combina-
tions of these parameters (e.g., tests where packets originating from the Internet 
with service “SMTP” are involved etc.).

**Performance.** Computing test cases of the above kind for our example network 
takes about 1s per test case, measured on a SUN UltraSparc with 1GB of main 
memory running at 400MHz.

3 Related Work

[Gu97, Gu01] introduces a language for expressing global network access control 
policies and algorithms to compute filters for such policies and to check filters against 
policy violations. [BMNW99, MWZ00] present a firewall management toolkit. Con-
trary to ours, the intention of this work is not firewall testing, but managing the 
configuration, and it is assumed that all filtering devices work properly [MWZ00, 
p.2]. [RA00] uses model-checking to analyse network vulnerabilities.

A Petri-net model of firewalls is given in [Sch97]. References to work on specifi-
cation-based testing are in [WLPS00]. The Focus method underlying AutoFocus has 
previously been used for systems security, e. g. in [Jūr01b, Jūr01a, AJ01].

4 Conclusion and Future Work

We proposed a method for specification-based testing of firewalls, enabling one to 
formally model the firewall and the surrounding network and to mechanically derive 
test-cases checking the firewall for vulnerabilities. We used a general CASE-tool 
which makes our method flexible and easy to use. We demonstrated our approach 
with an example firewall.

In future work we will consider advanced network and firewall designs, such as authe-
tentication headers (using cryptography), virtual private networks, and distributed 
firewalls. It would be desirable to have a higher-level language for the security poli-
cies that is automatically translated into rules (following [Gu01]).
Also, our approach opens up the possibility to go beyond test-sequence generation and perform the actual testing automatically, on an actual firewall system.
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